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Constant Time Modular Inversion

Joppe W. Bos

Abstract Simple power analysis is a common tech-
nique to attack software implementations, especially in
the realm of public-key cryptography. An effective coun-
termeasure to protect an implementation is to ensure
constant (worst-case) runtime. In this paper we show
how to modify an algorithm by Kaliski to compute the
Montgomery inverse such that it can compute both the
classical and Montgomery modular inverse in constant
time. We demonstrate the effectiveness by comparing
it to the approach based on Fermat’s little theorem as
used in the current simple power analysis resistant im-
plementations in cryptography. Our implementation on
the popular 32-bit ARM platform highlights the prac-
tical benefits of this algorithm.

1 Introduction

In recent years it has become essential to guard (soft-
ware) implementations against physical attacks. This
research area, related to side-channel resistance of cryp-
tographic primitives, started with the introduction of
simple power analysis techniques [14] which measure
physical information of the device on which the im-
plementation is running. This enables an attacker to
obtain the secret material from a (possibly small) num-
ber of observations when some of the characteristics of
the implementation depend on the input. An important
counter-measure against such attacks is to ensure that
the implementation has constant run-time: i.e. the exe-
cution time of the implementation does not depend on
the input. In practice this is usually realized by elimi-
nating all code that contains data-dependent branches.

Part of this work was performed while working for Microsoft Re-
search

NXP Semiconductors, Leuven, Belgium

A popular approach to realize public-key cryptogra-
phy is based on the algebraic structure of elliptic curves
over finite fields. This is known as elliptic curve cryptog-
raphy [13,17] which continues to enjoy increasing pop-
ularity since its invention in the mid 1980s. The attrac-
tiveness of small key-sizes [15] has placed this public-
key primitive as the preferred alternative to RSA [22].
Standardized public-key algorithms (e.g. [28]) based on
elliptic curves, defined over prime fields Fp with p > 3,
involve computing a scalar multiple of a point on an
elliptic curve. Such a scalar multiplication can be com-
puted by calculating a sequence of affine group opera-
tions, each of which can be implemented by a number of
multiplications and an inversion modulo p. In order to
speed up this computation, projective coordinates are
used in practice. This has the advantage of trading the
computationally expensive modular inversion operation
in each group operation for modular multiplications.
Typically, at the end of the scalar multiplication, con-
version from projective to affine coordinates is realized
at the cost of a single modular inversion.

Another application of elliptic curves is to instan-
tiate a powerful cryptographic primitive: the bilinear
pairing [10,23,3]. Just as in the setting of elliptic curve
cryptography, pairing-based protocols typically compute
(at least) one modular inversion per pairing computa-
tion.

In [19] it is shown that the projective representa-
tion of an elliptic curve point can reveal information
about the secret. Hence, the modular inversion com-
putation, required to convert from projective to affine
coordinates, depends on data which can reveal the se-
cret and therefore can leak information. This means
that the time to compute the modular inversion should
be independent of the number to be inverted (but may
depend on the prime modulus).
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Recent constant time performance implementations
of curve based cryptography realize this inversion mod-
ulo a prime p in constant time using Fermat’s little
theorem. When an inversion of an integer a is required
one can compute the exponentiation ap−2 ≡ a−1 mod p.
This is done in constant time using addition chains [25]
with the help of the square-and-multiply algorithm. For
instance, inversions modulo the prime 2255 − 19 take
seven percent of the entire run-time of the scalar mul-
tiplication and can be computed using 254 modular
squarings and 11 modular multiplications [2]. The same
approach, and similar performance numbers, are re-
ported in recent curve based approaches which protect
themselves against simple power analysis and run in
constant time [20,16,4,8,5].

In this paper we propose a different approach to
compute modular inversions in constant time. We mod-
ify the (non-constant time) approach from [11], which is
in part based on [9], which computes the Montgomery
inverse based on the extended binary greatest common
divisor algorithm (see [26] and [12, Ex. 39, Sec. 4.5.2]).
We show how to use this algorithm to compute both
regular modular inversions as well as computing inver-
sions when using Montgomery arithmetic [18]. We show
that for moduli which do not have a “special” shape this
approach is faster than computing the modular inverse
using Fermat’s little theorem. Our target platform is
the ARM: a popular 32-bit platform which can be found
on many modern mobile and embedded devices.

This paper is organized as follows. In Section 2 we
recall the necessary background on Montgomery arith-
metic. Section 3 describes the “almost” Montgomery
inversion method by Kaliski. We outline the modified
algorithm which runs in constant time in Section 4.
Section 5 discusses implementations of constant time
modular inversions on the ARM platform and Section 6
concludes the paper.

2 Montgomery Arithmetic

The Montgomery modular multiplication method [18]
transforms each of the operands into a Montgomery
residue and carries out the computation by replacing
the conventional modular multiplications by Montgomery
multiplications. Due to the overhead of changing repre-
sentations, Montgomery arithmetic performs best when
used to replace a sequence of modular multiplications,
since the overhead is amortized. This is suitable to
speed up, for example, modular exponentiations which
can be decomposed as a sequence of several modular
multiplications.

The idea behind Montgomery multiplication is to re-
place the expensive division operations required when

computing the modular reduction by the much cheaper
shift operations (division by powers of two) on com-
puter architectures. Let w denote the word size in bits.
We write integers in a radix-2w system, where typical
values of w are w = 32 or w = 64 to match the word-
size of modern computer platforms. Letm be an n-word
odd modulus such that 2w(n−1) ≤ m < 2wn. The Mont-
gomery radix 2wn is a constant such that it is co-prime
tom (which is why we requirem to be odd). The Mont-
gomery residue of an integer a ∈ Z/mZ is defined as
ã = a · 2wn mod m. The Montgomery multiplication of
two residues is defined as M(ã, b̃) = ã · b̃ · 2−wn mod m.
Residues may be added and subtracted using regular
modular algorithms since

ã± b̃ ≡ (a · 2wn)± (b · 2wn) ≡ (a± b) · 2wn (mod m).

The Montgomery product c̃ = M(ã, b̃) can be com-
puted in two steps. First calculate the integer product
d = ãb̃. Next perform the Montgomery reduction with
the help of a w-bit precomputed value µ = −m−1 mod

2w: compute d
2wn mod m by replacing n times in suc-

cession d by

d+ ((dµ) mod 2w)m

2w
,

then c̃ = d − m if d ≥ m and c̃ = d otherwise. If
0 ≤ ã, b̃ < m, then the same bounds hold for c̃. A
common technique to avoid this conditional subtraction
in the Montgomery multiplication algorithm, which is
computed to ensure the result is properly reduced such
that it can be used as input to the algorithm again, is
to use a redundant representation. When the modulus
m is chosen such that 4m < 2wn, then the inputs and
output are represented as elements of Z/2mZ instead
of Z/mZ. It is easily shown that throughout the se-
ries of modular multiplications, outputs from multipli-
cations can be reused as inputs, and these values remain
bounded without the need to compute this conditional
subtraction [29].

Computing the Montgomery inverse a−1 · 2wn mod

m of a Montgomery residue ã = a · 2wn mod m can
be done by computing a modular inversion and a mod-
ular multiplication. First compute ã−1 ≡ a−1 · 2−wn

(mod m) and subsequently correct this value by mul-
tiplying by 22wn or 23wn modulo m using regular or
Montgomery multiplication, respectively. The compu-
tation of the Montgomery inverse is studied in [11,24],
while a modified version of this algorithm is shown to
be suitable for computation on platforms which support
the 4-way single instruction, multiple data paradigm [6].
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Algorithm 1 Compute the “almost” modular inverse
b−1 · 2k mod a [11].
Input: a, b ∈ Z>0 with gcd(a, b) = 1 and 0 ≤ b < a.

Output:
{
(b−1 · 2k mod a, k) where
dlog2(a)e ≤ k ≤ 2dlog2(a)e.

u← a, v ← b, r ← 0, s← 1, k ← 0
while v 6= 1 do

if u ≡ 0 (mod 2) then
u← u/2, s← 2 · s

else if v ≡ 0 (mod 2) then
v ← v/2, r ← 2 · r

else if u > v then
u← (u− v)/2, r ← r + s, s← 2 · s

else
v ← (v − u)/2, s← r + s, r ← 2 · r

end if
k ← k + 1

end while
return (s, k)

3 The Almost Montgomery Inverse

An “almost” modular inversion algorithm is introduced
by Kaliski in [11] in the setting of computing the Mont-
gomery inverse. This approach is outlined in Algorithm 1
to compute b−1 ·2k mod a for co-prime positive integers
a and b where dlog2(a)e ≤ k ≤ 2dlog2(a)e. The algo-
rithm has the following invariants [11]: if a > b > 0,
then

1 ≤ s ≤ a, 1 ≤ u ≤ a, 0 ≤ v ≤ b, 0 ≤ r < 2a.

This algorithms is called the “almost” modular inversion
algorithm because it outputs the inverse multiplied with
this power of two. The factor 2k mod a can be removed
by table look-up of the value 2−k mod a and performing
a modular multiplication (or precomputing the appro-
priate value when using Montgomery multiplication as
outlined in Section 2). This can also be computed by
applying

si =


si−1

2
, if si−1 is even,

si−1 + a

2
, if si−1 is odd,

k times (starting at i = 1) and initializing s0 = b−1 ·
2k mod a (the return value of Algorithm 1). This en-
sures that all values in the numerator are even (since a
is odd).

Analyzing the worst-case number of iterations of the
while-loop in Algorithm 1 is not difficult. Every itera-
tion removes at least a factor of two, from either u or
v, and the maximum number of iterations is therefore
2dlog2(a)e (see [11]). Similarly, the minimum number of
iterations is dlog2(a)e (the bit-length of the modulus a).
This explains the bounds on the exponent k when the
algorithm terminates and the size of the lookup table

for the removal of the power of two at the end of the
algorithm.

Algorithm 2 The constant time version of the “almost”
modular inverse b−1 · 2k mod a algorithm. Comments
showing which branch from Algorithm 1 are being com-
puted are displayed after a ’#’.
Input: a, b ∈ Z>0 with gcd(a, b) = 1 and 0 ≤ b < a.

Output:
{
(b−1 · 2k mod a, k) where
dlog2(a)e ≤ k ≤ 2dlog2(a)e.

u← a, r ← 0, v ← b, s← 1, k← 0
for i = 1 to 2dlog2(a)e do

uv< ← sub(u′, u, v)
uv= ← equal(u′, 0)

d← 0− uv= # d =

{
0 if u 6= v

2w − 1 if u = v

lshift1(s̃, s)
add(rs, r, s)
rshift1(ũ, u)
m1 ← d ∨ (0− (u0 ∧ 1))
m2 ← bitflip(m1)
select(u, ũ,m2, u,m1)
select(s, s̃,m2, s,m1)


# if u ≡ 0 (mod 2)
# u← u/2
# s← 2 · s

lshift1(r̃, r)
S← (d ∨ bitflip(m1))
m3 ← S ∨ 0− (v0 ∧ 1)
m4 ← bitflip(m3)
rshift1(ṽ, v)
select(v, ṽ,m4, v,m3)
select(r, r̃,m4, r,m3)


# else if v ≡ 0 (mod 2)
# v ← v/2
# r ← 2 · r

S← S ∨ bitflip(m3)
m5 ← S ∨ (0− uv<)
m6 ← bitflip(m5)
rshift1(u′, u′)
select(u, u′,m6, u,m5)
select(r, rs,m6, r,m5)
select(s, s̃,m6, s,m5)


# else if u > v
# u← (u− v)/2
# r ← r + s

# s← 2 · s

S← S ∨ bitflip(m5)
m7 ← bitflip(S)
sub(ṽ, v, u)
rshift1(ṽ, ṽ)
select(v, ṽ,m7, v,S)
select(s, rs,m7, s,S)
select(r, r̃,m7, r,S)


# else
# v ← (v − u)/2
# s← r + s

# r ← 2 · r

# Update or keep the current exponent value k
k← ((k ∧ d) ∨ ((k+ 1) ∧ bitflip(d)))

end for
return (s,k)

4 Constant Time Modular Inversion

The execution time of Algorithm 1 depends on both
the value of a and b. The number of iterations of the
while-loop as well as the powers of two that need to be
removed at the end of the algorithm differ significantly
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for different inputs. In order to turn Algorithm 1 into
a constant time algorithm, for a given wn-bit modulus
m, we have to ensure

1. that a single iteration is always computed in the
same amount of time. This means computing all
four different branches from Algorithm 1 and select-
ing the correct values in constant time. This ensures
that the run-time of a single iteration is independent
of the branch taken but means the computation time
is increased to (at most) the time to compute the
sum of all four branches.

2. that the algorithm always computes the same num-
ber of (constant time) iterations. This implies that
the computation of the worst-case number of 2wn
iterations is always required. This can be realized
by detecting when Algorithm 1 would have termi-
nated (when we reach v = 1). Depending on this
condition we create a bit-mask and select either the
input value to this iteration (when v = 1) or the
values computed on by the constant time iteration
(when v 6= 1).

Let us first set the notation we use throughout this
section. We distinguish between w-bit integers (denoted
in bold) which are typically used in masking opera-
tions and full wn-bit integers (denoted in regular font).
We use the following w-bit masks: d, S, m1, m2, m3,
m4, m5, m6, m7, which contain either all-zero bits
(the integer value 0) or all-one bits (the integer value
2w−1). We write the wn-bit integers in a radix-2w sys-

tem: u =

n−1∑
i=0

ui2
wi. In the algorithm we include some

optimizations which can be applied on the lower (bit)
level: e.g. u mod 2 = u0 ∧ 1. We use the following (con-
stant time) functions where the (partial) output of the
functions is always written as the first parameter.

– The selection function is denoted by select(c, a,m1, b,m2)

and computed as

c←


b if m1 = 0 and m2 = 2w − 1,

a if m1 = 2w − 1 and m2 = 0,

undefined otherwise.

That is, depending on the value of two bit-masksm1

and m2 the value a or b is assigned to c. In practice
this functionality can be implemented in constant
time in different ways. For instance, select(c, a,m1, b,m2)

can be computed as

c← ((a ∧m1) ∨ (b ∧m2))

using two and instructions and a single or instruc-
tion per w-bit limb.

– The subtraction function is denoted by sub(z, x, y)
(and addition as add(z, x, y)) and computes z ←
x − y and return the borrow: i.e. one if x < y and
zero otherwise (while addition computes z ← x+y).

– The equality function is denoted by equal(x, y) and
returns one if x = y and zero otherwise. This can
be computed in constant time for wn-bit integers x
and y using

r ← (x0 = y0)

for i = 1 to n− 1 do
r ← r ∧ (xi = yi)

end for
return r

– The shift-by-one functions are denoted by lshift1(z, x)
and rshift1(z, x) for shifting x one bit position to
the left or right respectively (shifting in a zero) and
storing the result in z.

– The bitflip function is denoted by bitflip(x) simply
flips all of the bits in x and returns the result.

Algorithm 2 outlines the constant time version of
Algorithm 1. All functions operate on integer values of
fixed length (either w- or wn-bit), this is to ensure con-
stant running time. In a non-constant time implemen-
tation one can use the fact that r and s start small (use
only a single computer word) and can be computed on
with more efficient arithmetic routines. Note that all of
the arithmetic operations performed on the w-bit masks
work with a single computer word and are independent
of the size of the modulus. We indicated the computa-
tion of the different branches from Algorithm 1 for the
ease of readability in Algorithm 2 (text after the ’#’
character should be regarded as comment).

The bit-mask d in Algorithm 2 indicates if the non-
constant time algorithm (Algorithm 1) would have ter-
minated since

d =

{
0 if u 6= v

2w − 1 if u = v

Hence, d contains w ones if the non-constant time al-
gorithm would have terminated or w zeros if not. This
bit-mask d is used as one of the main control param-
eters for the values to be selected. If d is set to all
ones, then the values from the beginning of the itera-
tion are selected as the desired result at the end of the
iteration, so no modifications are made. However, all
of the computations are performed to ensure the con-
stant run-time. The four pairs of bit-masks {m1,m2},
{m3,m4}, {m5,m6}, and {S,m7} are used to differen-
tiate between the four different branches and select the
correct result.

Note that some computations can be saved. For in-
stance, the value r+ s (which is either stored in r or s)
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has to be computed once only. The same holds for the
shifting operations, multiplying or dividing by two, but
there is a trade-off between reducing these arithmetic
costs and the number of calls to the select function that
need to be performed. These optimizations have been
included in Algorithm 2.

5 Implementation Results

We have implemented the constant time modular in-
version algorithm as described in Algorithm 2 for the
popular 32-bit ARM architecture which can be found in
many mobile and embedded devices. In this section we
first determine the speed of constant time implemen-
tations based on Fermat’s little theorem and next we
compare this to the performance of the constant time
almost Montgomery inverse algorithm.

5.1 Fermat’s Little Theorem

The current state-of-the-art proposals and software im-
plementations of methods and protocols which are based
on (elliptic) curve cryptography all use primes of a spe-
cial form to enhance the practical performance of the
modular arithmetic [2,16,4,8,5]. In the context of com-
puting bilinear pairings the latest cryptographic imple-
mentations do not use special primes but have other de-
sign choices which make these efficient for software im-
plementations. Also in this setting it is not uncommon
to implement the various arithmetic in constant time
(cf. [20]). The standard way of computing the modular
inversion in constant time, and used in all the afore-
mentioned implementation projects, is based on Fer-
mat’s little theorem. To compute the modular inverse
x−1 mod m, for a positive prime numberm, one can use
Fermat’s little theorem which states that xm − x is an
integer multiple of m. Hence, one can use the identity

x−1 ≡ xm−2 mod m.

Using the basic square-and-multiply algorithm for mod-
ular exponentiation, this requires, for a random wn-
bit prime m, roughly wn modular squarings and wn/2
modular multiplications.

In the setting of computing an inverse modulo a spe-
cial prime these numbers can be significantly improved
as illustrated in the following example.

Example 1 Computing the constant time inversion mod-
ulo the prime 2255 − 19 can be realized using only 254
modular squarings and 11 modular multiplications as
proposed by Daniel J. Bernstein in [2]. One can com-
pute

a = z−1 ≡ z2
255−21 mod 2255 − 19

using the following steps (where the value after the #
denotes the value of the exponent).

z2 ← z2 # 2

z9 ← z2
2

2 · z # 9

z11 ← z9 · z2 # 11

t1 ← z211 · z9 # 25 − 20

t2 ← t2
5

1 · t1 # 210 − 20

t3 ← t2
10

2 · t2 # 220 − 20

t4 ← (t2
20

3 · t3)2
10 · t2 # 250 − 20

t5 ← t2
50

4 · t4 # 2100 − 20

a ← ((t2
100

5 · t5)2
50 · t4)2

5 · z11 # 2255 − 21

5.2 Performance Comparison

We have implemented the algorithm outlined in Algo-
rithm 2 for the 32-bit ARM architecture. Given an inte-
ger b and an wn-bit prime modulus a, the algorithm re-
turns b−1 ·2k mod a after exactly 2wn iterations. These
powers of two can be removed one at a time as outlined
in Section 3. This can be time-consuming when it needs
to be computed in constant time. We choose to remove
this value using a single modular multiplication from a
precomputed table of wn elements of wn-bit each. The
difficulty is not to perform this modular multiplication
in constant time but to extract the correct value from
this table such that we do not leak information. At-
tacks that use this type of information are known as
cache-attacks [21,27], which are able to deduce infor-
mation from the memory access pattern. In order to
guard against such attacks we access every element in
the table and select (mask) the correct value. This re-
sults only in a insignificant overhead compared to the
overall modular inversion computation.

Our benchmark platform is the BeagleBoard-xM [1],
a low-power open-source hardware single-board com-
puter, which contains the TI DM3730 system on chip
(SoC) equipped with a 1.0 GHz Cortex-A8 ARM core.
We implemented the various routines using the C pro-
gramming language with the help of intrinsics.

In order to investigate the performance difference
between the classical and constant-time version of the
almost Montgomery inversion routine we benchmarked
both routines for various modulus sizes. These results
are summarized in Table 1. Note that we benchmarked
moduli of wn− 2 bits to accommodate the usage of the
subtraction less Montgomery multiplication (see Sec-
tion 2) which runs inherently in constant-time and is
more efficient in practice (this are the typical bit lengths
used in bilinear pairing record setting software imple-
mentations).

The average run time of the binary version of the
(extended) greatest common divisor algorithm is stud-
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Table 1 The number of 103 cycles required to compute the modular inverse using the regular (non constant time) method (Al-
gorithm 1) and the constant time method (Algorithm 2) using a b-bit modulus. The estimated and real number of iterations for
Algorithm 1 are given as well. The number of iterations for the constant time algorithm is always 2b.

bitsize # 103 cycles # 103 cycles # iterations # iterations
b constant-time regular practice theory

254 486 57 358.1 358.6
446 1472 182 627.9 629.7
638 3028 389 898.7 900.8

ied in [12] and based on the analysis from [7]. This
analysis shows that Algorithm 1 has an estimated aver-
age number of iterations of 1.41194wn. These estimates
and the real values, obtained after averaging 10 runs of
1000 trials, are included in Table 1 as well.

Based on the increased number of iterations (from
1.41194wn to 2wn) and the increased cost of the itera-
tion (we have to compute all four branches every time)
one might expect a slow-down of the constant-time im-
plementation of a factor 5.7 compared to the classical
algorithm. As Table 1 shows this value is consistently
higher and around a factor eight. This can be explained
due to the fact that the selection of the correct values,
using bitmasks, is not for free and incurs an additional
performance penalty for each of the four branches.

Table 2 summarizes the performance cost on our
benchmark platform for generic b-bit prime moduli p.
We assume that computing the exponentiation with p−
2 is computed using the straight-forward multiply-and-
square algorithm which requires approximately b mod-
ular squarings and b/2modular multiplications. Table 2
highlights the performance increase of Algorithm 2 over
an approach based on Fermat’s little theorem. The per-
formance gain is more noticeable for larger moduli.

Note, however, that we do not expect this approach
to be (significantly) faster compared to primes of a spe-
cial shape. Let’s consider the prime 2255 − 19 again as
an example, the 254 modular squarings and 11 mod-
ular multiplications can be computed in 406 thousand
cycles using Montgomery arithmetic. This already out-
performs Algorithm 2 but we expect that an implemen-
tation which takes advantage of the special shape of
this prime can outperform Montgomery arithmetic by
up to a factor two. It remains an interesting case study

Table 2 Performance numbers in 103 cycles for inversion mod-
ulo a generic (not of a special form) b-bit prime modulus. For the
methods labeled “Fermat” we assume that b modular squarings
and b/2 modular multiplications are used.

b Fermat Algorithm 2
254 584 486

446 2916 1472

638 8083 3028

to compare Algorithm 2 to methods based on Fermat’s
little theorem in the setting of much larger primes of a
special shape (primes which are over 512 bits).

6 Conclusions and Future Work

We have shown how to modify an algorithm by Kaliski [11]
to compute the classical modular inversion as well as the
Montgomery inversion in constant time. This has ap-
plications in public-key cryptography, where constant
running time is an important counter-measure against
simple power analysis attacks. We have shown that on
the popular ARM architecture this approach outper-
forms the current approaches which are based on Fer-
mat’s little theorem when “generic” prime moduli are
used. In the setting where primes of special shape can
be used the modular inversion approach based on Fer-
mat’s little theorem might be more efficient.

We hope that the results presented in this paper
inspire other people to investigate different variants of
the binary GCD algorithm to see if they can be turned
into more efficient versions than the one presented here.
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